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**1.Класс поиска корней уравнения** class RootFindingAlgorithms

Класс "RootFindingAlgorithms" предназначен для реализации алгоритмов нахождения корней (корневых значений) уравнений. Корень уравнения - это значение переменной, при подстановке которого уравнение обращается в ноль.

Класс **RootFindingAlgorithms** содержит три статических метода для численного нахождения корня уравнения: **BisectionMethod**, **NewtonsMethod** и **FixedPointIteration**.

1. Метод **BisectionMethod** использует метод половинного деления (или метод бисекции) для нахождения корня уравнения на заданном интервале. Он принимает левую и правую границы интервала (**left\_board** и **right\_board** соответственно), точность (**eps**) и функцию (**func**) в качестве параметров. Метод итеративно делит интервал пополам до достижения заданной точности **eps** или нахождения корня. Если функция **func** не меняет знак на интервале, метод возвращает **double.NaN** для обозначения отсутствия корня. В противном случае метод возвращает приближенное значение корня.
2. Метод **NewtonsMethod** использует метод Ньютона для нахождения корня уравнения. Он принимает начальную точку (**currentPoint**), точность (**eps**) и функцию (**func**) в качестве параметров. Метод итеративно обновляет значение **currentPoint** на основе функции и её производной, пока разность между текущей и предыдущей точкой больше заданной точности **eps**. Если метод расходится (то есть разность между текущей и предыдущей точкой начинает увеличиваться), он возвращает **double.NaN**. В противном случае, метод возвращает приближенное значение корня.
3. Метод **FixedPointIteration** использует метод простой итерации (метод фиксированной точки) для нахождения корня уравнения. Он принимает начальную точку (**point**), точность (**eps**) и функцию (**f**) в качестве параметров. Метод итеративно обновляет значение **point**, используя функцию **f**, пока разность между текущей и предыдущей точкой больше заданной точности **eps**. Если метод расходится, он возвращает **double.NaN**. В противном случае, метод возвращает приближенное значение корня.

Все три метода используют приближенные итеративные подходы для нахождения корней уравнений и требуют задания начальной точки или интервала, а также задания требуемой точности **eps**.

**2. Класс матриц** class Matrix

Класс "Matrix" представляет собой структуру данных, используемую для работы с матрицами. Матрица — это двумерный массив чисел, организованных в виде строк и столбцов.

Класс "Matrix" обычно содержит методы и операции, которые позволяют выполнять различные операции над матрицами, такие как сложение, вычитание, умножение, нахождение определителя, решение систем линейных уравнений и другие.

Класс Matrix определяет базовые операции и методы для работы с матрицами. Вот объяснение каждого метода на русском языке:

1. Конструктор public Matrix(int r, int c): Создает матрицу с указанным числом строк (r) и столбцов (c). Все элементы матрицы инициализируются нулями.
2. Конструктор public Matrix(double[,] mm): Создает матрицу на основе двумерного массива (mm). Число строк и столбцов матрицы определяется размерностью массива mm.
3. Свойства Rows и Columns: возвращают число строк и столбцов матрицы соответственно.
4. Метод GetRow(int r): возвращает указанную строку матрицы в виде вектора.
5. Метод GetColumn(int c): возвращает указанный столбец матрицы в виде вектора.
6. Метод SetRow(int index, Vector r): заменяет указанную строку матрицы на заданный вектор. Возвращает true, если замена выполнена успешно, иначе false.
7. Метод SetColumn(int index, Vector c): Заменяет указанный столбец матрицы на заданный вектор. Возвращает true, если замена выполнена успешно, иначе false.
8. Метод SwapRows(int r1, int r2): Меняет местами указанные строки матрицы.
9. Метод Copy(): Создает и возвращает копию текущей матрицы.
10. Метод Trans(): Возвращает транспонированную матрицу.
11. Оператор +: Выполняет сложение двух матриц одинаковой размерности и возвращает новую матрицу-сумму.
12. Метод Dot(Matrix secondMatrix): Выполняет умножение текущей матрицы на другую матрицу и возвращает результат.
13. Метод Dot(Vector vector): Выполняет умножение текущей матрицы на вектор и возвращает результат.
14. Метод Dot(double value): Умножает каждый элемент матрицы на заданное значение и возвращает новую матрицу-результат.
15. Оператор \*: выполняет умножение двух матриц или матрицы на число и возвращает результат.
16. Метод SolveLUDownTriangle(Matrix A, Vector B): Решает систему линейных уравнений с нижнетреугольной матрицей A и вектором B. Возвращает вектор неизвестных значений.
17. Метод SolveLUUpTriangle(Matrix A, Vector B): Решает систему линейных уравнений с верхнетреугольной матрицей A и вектором B. Возвращает вектор неизвестных значений.
18. Метод Inverse(Matrix A): Вычисляет обратную матрицу методом LU-разложения. Возвращает обратную матрицу.

Метод прямых ходов (GaussianElimination):

Этот метод решает СЛАУ путем приведения матрицы системы к верхнетреугольному виду с помощью прямого хода метода Гаусса. Процесс прямого хода включает в себя преобразования строк, чтобы привести матрицу к треугольному виду, с нулями под главной диагональю. Затем происходит обратный ход, в котором значения неизвестных находятся путем обратной подстановки. Если матрица системы вырожденная (то есть имеет нулевую главную диагональ), или система несовместная, будет выброшено исключение. В итоге метод возвращает вектор неизвестных, который является решением СЛАУ.

Метод LU-разложения с прямым ходом (SolveLUDownTriangle):

Этот метод решает СЛАУ, используя LU-разложение матрицы системы. Сначала происходит проверка матрицы системы на корректность (невырожденность и ненулевые элементы на главной диагонали). Затем выполняется прямой ход, чтобы преобразовать матрицу к верхнетреугольному виду (матрица L - нижнетреугольная, матрица U - верхнетреугольная). После этого система разбивается на две подсистемы: Ly = b и Ux = y. Решение для первой подсистемы (нахождение вектора y) выполняется путем прямой подстановки, а затем решение для второй подсистемы (нахождение вектора x) - путем обратной подстановки. Метод возвращает вектор неизвестных, который является решением СЛАУ.

Метод LU-разложения с обратным ходом (SolveLUUpTriangle):

Этот метод также использует LU-разложение матрицы системы. После проверки матрицы системы на корректность выполняется обратный ход, чтобы привести матрицу к нижнетреугольному виду. Затем система разбивается на две подсистемы: Ux = y и Ly = b. Решение для первой подсистемы (нахождение вектора y) выполняется путем обратной подстановки, а затем решение для второй подсистемы (нахождение вектора x) - путем прямой подстановки. Метод также возвращает вектор неизвестных, который является решением СЛАУ.

Метод прогонки (RunThroughMethod): Этот метод решает СЛАУ с трехдиагональной матрицей с использованием метода прогонки. Он принимает векторы c, d, e, b, которые представляют трехдиагональную матрицу и вектор правой части, и возвращает вектор неизвестных.

Метод Гивенса (SolveUsingGivens): Этот метод решает СЛАУ с использованием преобразований Гивенса. Он приводит матрицу системы к верхнетреугольному виду с помощью преобразований Гивенса и затем использует метод LU-разложения с обратным ходом для нахождения неизвестных значений. Метод возвращает вектор неизвестных.

**3. Класс кубический сплайн интерполяции** class CubicSpline

Класс "CubicSpline" представляет собой реализацию кубического сплайна интерполяции. Кубический сплайн - это метод интерполяции, который используется для аппроксимации функции на заданном интервале с использованием кубических полиномов.

Кубический сплайн интерполяции разбивает заданный интервал на несколько подинтервалов и аппроксимирует функцию отдельно на каждом подинтервале с использованием кубического полинома. Кубический полином определяется четырьмя коэффициентами, что позволяет более гибко аппроксимировать функцию и сохранять свойства гладкости на границах подинтервалов.
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Третье условие называется *условием интерполирования*. Сплайн, определяемый условиями 1) – 3), называется *интерполяционным кубическим сплайном*.

Класс **CubicSpline** содержит следующие приватные поля:

* **x** - вектор узловых точек **x**
* **y** - вектор узловых точек **y**
* **h** - вектор расстояний между соседними узловыми точками
* **a** - коэффициенты **a** для сплайнов
* **b** - коэффициенты **b** для сплайнов
* **c** - коэффициенты **c** для сплайнов
* **d** - коэффициенты **d** для сплайнов

Конструктор класса принимает два вектора **x** и **y**, представляющих узловые точки. В конструкторе происходит проверка на совпадение размеров векторов **x** и **y**. Затем создаются копии входных векторов **x** и **y**, и вычисляются расстояния между соседними узловыми точками в векторе **h**. Затем вызывается метод **CalculateC()**, который вычисляет коэффициенты **c** для сплайнов. После этого вычисляются коэффициенты **a**, **b** и **d** для сплайнов.
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Метод **CalculateC()** вычисляет вектор коэффициентов **c** для сплайнов. В методе создается квадратная матрица **A** размера **n x n**, где **n** - размер вектора **x**, и вектор **B** размера **n**. Задаются граничные условия, заполняется матрица **A** и вектор **B**, а затем применяется метод Гаусса (метод исключения Гаусса) для решения системы линейных уравнений и получения вектора **c**. Вектор **c** возвращается из метода.

Метод **Interpolate()** выполняет интерполяцию для заданного значения **xi**. В методе сначала находится индекс **index**, соответствующий **xi**, с помощью метода **FindIndex()**. Затем вычисляются разности **dx = xi - x[index]** и интерполированное значение **result** с использованием кубического сплайна и его коэффициентов **a**, **b**, **c** и **d**. Результат интерполяции возвращается из метода.

Метод **FindIndex()** находит индекс элемента вектора **x**, ближайшего к заданному значению **xi**. В методе проверяются граничные условия, а затем применяется бинарный поиск для нахождения индекса элемента вектора **x**.

**4. Метод наименьших квадратов** class LeastSquares

Класс "LeastSquares" представляет собой реализацию метода наименьших квадратов (МНК) для решения задачи аппроксимации данных. Метод наименьших квадратов используется для поиска оптимальных параметров модели, которая наилучшим образом соответствует набору данных.

Класс **LeastSquares** содержит следующие приватные поля:

* **x** - вектор аргументов функции
* **y** - вектор значений функции
* **p** - вектор параметров, которые будут найдены методом наименьших квадратов
* **func** - массив функций базисных функций, заданных через делегата **FuncPsi**
* **n** - количество точек (аргументов) функции
* **m** - количество базисных функций

Конструктор класса **LeastSquares** принимает векторы **x** и **y**, представляющие аргументы и значения функции соответственно, а также массив функций **func**, представляющий базисные функции. В конструкторе происходит проверка на совпадение размеров векторов **x** и **y**. Затем создаются копии входных векторов **x** и **y**, и инициализируются поля **n** и **m**. Затем вызывается метод **CalculateParameters()**, который вычисляет параметры модели методом наименьших квадратов.

Метод **CalculateParameters()** вычисляет параметры модели методом наименьших квадратов. В методе создается матрица **H** размера **n x m**, в которой каждая строка представляет значения базисных функций для соответствующей точки **x**. Затем вычисляются транспонированная матрица **HTransposed**, обратная матрица **HTHInverse** (произведение транспонированной матрицы **H** на **H**), и произведение **HTHInverse** на транспонированную матрицу **H** (**HTHInverseHT**). Вектор параметров **p** вычисляется как произведение **HTHInverseHT** на вектор **y**.

Общая формула МНК выглядит следующим образом: ***p = (H^T \* H)^(-1) \* H^T \* y,*** где:

* p - вектор параметров модели;
* H - матрица пси-функций, каждая строка которой соответствует одному наблюдению, а каждый столбец - одной пси-функции;
* H^T - транспонированная матрица H;
* y - вектор значений, которые требуется аппроксимировать;
* ^(-1) - оператор обратной матрицы.

residuals[i] = y[i] - p \* GetFunc(x[i]);

Метод GetFunc() используется для вычисления вектора пси-функций для заданного значения аргумента x.

Метод **GetFunc()** возвращает вектор значений базисных функций для заданного значения аргумента **xValue**. В методе происходит вычисление значений каждой базисной функции с использованием делегата **func** и сохранение результатов в вектор **result**, который затем возвращается из метода.

Метод **GetCriteria()** вычисляет критерий остатков, который представляет собой норму L1 (сумма модулей) вектора остатков между истинными значениями **y** и приближенными значениями, полученными с помощью найденных параметров **p**. В методе создается вектор **residuals**, в котором для каждой точки **i** вычисляется остаток как разность между истинным значением **y[i]** и значением функции, вычисленным через линейную комбинацию базисных функций и найденных параметров **p**. Затем вычисляется норма L1 вектора остатков и возвращается в качестве результата.

Класс **LeastSquares** предоставляет удобный интерфейс для аппроксимации функции с использованием метода наименьших квадратов. После создания объекта класса можно получить вектор параметров **p** и вычислить критерий остатков, что позволяет оценить точность аппроксимации.

**5. Интегралы** (class IntegralCalculator)

Класс "Integrals" представляет собой инструмент для вычисления интегралов функций. Интеграл — это математическая операция, обратная операции дифференцирования, и она используется для вычисления площади под кривой, определенного значения функции, суммы изменений или других величин, связанных с функцией.

Метод **RectangleMethod** вычисляет приближенное значение определенного интеграла на заданном интервале **[a, b]** с использованием метода прямоугольников. Метод принимает аргументы:

* **a** - левый конец интервала
* **b** - правый конец интервала
* **eps** - максимальная допустимая погрешность в численном приближении
* **function** - делегат, представляющий подынтегральную функцию

Метод использует итеративный процесс для уточнения результата. Начиная с одного интервала, он вычисляет сумму значений функции в средней точке каждого интервала и умножает ее на длину интервала. Затем количество интервалов удваивается, и процесс повторяется до тех пор, пока разница между результатами текущей и предыдущей итераций не станет меньше заданной погрешности **eps**. В конце метод возвращает приближенное значение интеграла.

Метод **TrapezoidalMethod** работает аналогично методу прямоугольников, но вычисляет интеграл с использованием метода трапеций. Он также использует итеративный процесс с удваиванием количества интервалов и вычислением суммы значений функции на каждом интервале. Результаты каждой итерации сравниваются с предыдущей итерацией до достижения заданной погрешности.

Метод **SimpsonMethod** вычисляет интеграл на заданном интервале **[a, b]** с использованием метода Симпсона. Он также принимает аргументы:

* **a** - левый конец интервала
* **b** - правый конец интервала
* **eps** - максимальная допустимая погрешность в численном приближении
* **function** - делегат, представляющий подынтегральную функцию

Метод использует итеративный процесс для приближенного вычисления интеграла. Он начинает с небольшого числа отрезков разбиения и вычисляет суммы значений функции на концах интервала и внутри интервалов. Затем он удваивает количество отрезков разбиения, уменьшает шаг разбиения и пересчитывает суммы. Процесс продолжается до тех пор, пока разница между текущим и предыдущим результатами не станет меньше заданной погрешности **eps**. В конце метод возвращает приближенное значение интеграла.

Метод **SimpsonMethod** также содержит перегруженную версию, которая вычисляет двойной интеграл функции на прямоугольнике **[ax, bx] x [ay, by]** с использованием метода Симпсона. Он принимает дополнительные аргументы **ax**, **bx**, **ay** и **by**, определяющие границы прямоугольника интегрирования. Метод использует сетку для вычисления интеграла с заданной точностью, аналогично одномерной версии метода.

Оба метода **SimpsonMethod** реализуют итерационный процесс с увеличением количества отрезков разбиения и пересчетом значений функции на каждом отрезке. Они уточняют результаты до достижения заданной погрешности **eps** и возвращают приближенное значение интеграла.

В обоих методах используется делегат **Integral** для представления подынтегральной функции, а метод **SimpsonMethod** с двумя аргументами использует делегат **DoubleIntegral** для представления двумерной подынтегральной функции.

Класс **IntegralCalculator** предоставляет удобный интерфейс для численного вычисления интегралов с помощью различных методов. Он позволяет пользователям получать приближенные значения интегралов с заданной точностью, что может быть полезно в различных математических и научных приложениях.

**6. Решение систем дифференциальных уравнений**

class DifferentialEquations

Класс **DifferentialEquations** представляет собой инструмент для численного решения дифференциальных уравнений с использованием различных методов. Класс содержит статические методы для решения дифференциальных уравнений методом Эйлера, методом Рунге-Кутты второго порядка, методом Рунге-Кутты четвертого порядка и методом Адамса.

Метод **MethodEuler** решает дифференциальное уравнение на заданном интервале **[t0, t1]** с использованием метода Эйлера. Он принимает аргументы:

* **t0** - начальное значение **t**
* **t1** - конечное значение **t**
* **h** - шаг интегрирования
* **x0** - вектор начальных значений **x**
* **f** - делегат, представляющий правую часть дифференциального уравнения

Метод использует итеративный процесс для численного решения уравнения. Он вычисляет значение функции **f** на текущем шаге и обновляет вектор **x** с использованием шага **h**. Процесс повторяется до достижения конечного значения **t1**. В конце метод возвращает вектор **x**, содержащий численное решение дифференциального уравнения.

Метод **MethodRungeKutta2** решает дифференциальное уравнение с использованием метода Рунге-Кутты второго порядка. Он работает аналогично методу Эйлера, но использует два вычисления функции **f** на каждом шаге и соответствующие коэффициенты **k1** и **k2** для обновления вектора **x**. Это позволяет получить более точное приближенное решение.

Метод **MethodRungeKutta4** решает дифференциальное уравнение с использованием метода Рунге-Кутты четвертого порядка. Он работает аналогично методу Рунге-Кутты второго порядка, но использует дополнительные коэффициенты **k3** и **k4**, чтобы еще точнее обновить вектор **x**. Метод Рунге-Кутты четвертого порядка обеспечивает еще более точное численное решение.

Метод **MethodAdams** решает дифференциальное уравнение с использованием метода Адамса (Адамса-Бэшфорта-Моултона). Он комбинирует предсказание и коррекцию для получения численного решения. Сначала метод вычисляет первые несколько шагов с использованием метода Рунге-Кутты четвертого порядка, а затем применяет формулы Адамса-Бэшфорта и Адамса-Моултона для последующих шагов. Это позволяет достичь еще более высокой точности приближенного решения.
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Этап корректор

![](data:image/png;base64,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)

Каждый из методов принимает параметры **t0** и **t1**, определяющие интервал интегрирования, а также шаг **h** и начальные значения **x0**. Делегат **f** представляет правую часть дифференциального уравнения. Методы используют итерационные процессы для приближенного численного решения уравнений и возвращают вектор **x**, содержащий результаты.
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